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Abstract: Connectivity of the vehicle to heterogeneous information sources is one of the key factors 

which lead to complexity of automotive software architecture. The information content from 

external communication sources modifies the structure, content and the synchronization of control 

algorithms. In addition to this, time and cost constraints for software development are challenging. 

With increasing complexity and reduction of development time, ensuring software quality is one of 

the foremost priorities of vehicle manufacturers. Software architecture plays an important role in 

ensuring quality by implementing design principles which enhance non-functional quality attributes 

of the automotive software. The extent to which a software architecture definition fulfills the quality 

requirements is not verified at early stages of development. As a consequence, design problems are 

transferred to later stages of development thereby causing rework of software artifacts. The paper 

focuses on a tool-based evaluation of non-functional quality characteristics using the concept of 

Continuous Integration for AUTOSAR-based transmission control software. The suggested 

approach enables early and continuous evaluation of software architecture thereby improving 

software quality  

Keywords: Software Architecture, Software Quality, AUTOSAR, Continuous Integration, Agile 

Methods, Frontloading 

1 Introduction  

The complexity of the powertrain software architecture is increasing exponentially [Da13] 

[VWR16a]. The major reasons for this complexity are emission legislation, efficiency, a 

large number of variants, connectivity of data to the powertrain and automated driving. A 

stringent emission legislation has led to the electrification of the powertrain which 

involves coordination between various powertrain components. The advent of Car-2-Car, 

Car-2-X, and cloud-based technologies have added more data inputs to the powertrain 

which help in optimizing fuel consumption and reduce greenhouse gases[Ri15]. The 

synchronization between powertrain control algorithms and external data sources adds 

complexity due to timing constraints. With the evolution of autonomous vehicles, a large 
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portion of the mission-critical functionality will be realized using software [Mc16].Thus, 

ensuring a high-quality software is important for the adoption of new technologies in the 

automotive software domain. The increase in software complexity makes the software 

difficult to maintain, test and to identify quality defects. Market demand has reduced the 

time available for the development of automotive control software [Ek15], [KK14]. As a 

result of this, software quality defects in the vehicle are increasing [SR16]. Given the cost 

of rework and warranty costs involved in fixing software quality defects, it is important to 

identify those at the early stages of development [BP88].  

1.1 Research Questions  

Software architecture is one of the earliest activities in the development lifecycle which 

involves decomposition of a complex functionality into smaller and manageable parts. The 

architectural decisions made at the start of the project have a deep impact on structural and 

dynamic aspects of the software. In the past few years, AUTOSAR has emerged as a 

standard way to express software architecture, ensure portability of software components 

and enable software sharing between suppliers and vehicle manufacturers [AU].  

The increasing complexity of software architecture has resulted in a lack of consistent 

overview of software architecture. Reduction of the development time has caused “quick-

and-dirty” changes to be included in the software. As a result, quality issues were detected 

at later stages of development. The automotive software also has to comply with a large 

number of standards [IS11c], [IS11a]. This leads us to the research question (RQ1) 

• RQ1: What are the quality requirements of software architecture in the 

powertrain domain? 

AUTOSAR standardized the interfaces to the basic software and workflow which is 

supported today by various commercial tools [AU]. However, the impact of the 

architectural design decisions (for e.g. functional decomposition, interface definition) on 

software quality of AUTOSAR software components has not been explored in detail. 

Current evaluation methods for software architecture focus on the manual evaluation of 

the architecture drafts and design guidelines. Given the high complexity of powertrain 

software architecture, a manual evaluation of the software quality is difficult. Software 

architecture is also evolving with the increasing complexity. In the absence of an objective 

and continuous method to evaluate the software architectural quality, design flaws are 

passed on the next stages of development.  These design flaws lead to rework of software 

artifacts thereby, increasing development cost. Thus, a continuous evolution of software 

architecture requires a high-frequency evaluation of software quality attributes. This leads 

us to the second research question (RQ2) 

• RQ2: How to continuously evaluate the quality of AUTOSAR software 

architecture? 
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1.2 State-of-the-Art   

AUTOSAR proposes a layered architecture can be broadly classified into three layers at 

the highest abstraction level namely - Basic Software (BSW), Real Time Environment 

(RTE) and Application Layer (APSW) [AU]. The basic software provides a 

communication framework for the software. The Real Time Environment (RTE) provides 

communication services to the application software which makes the AUTOSAR software 

components independent from the mapping to a specific ECU.  The application layer 

(APSW) consists of the control algorithms which are implemented on top of the 

AUTOSAR framework which is implemented as compositions, components, and 

runnables. The analysis of the software architecture is focused on the application software.  

AUTOSAR focuses on non-functional quality characteristics such as portability of 

software architecture. However, there are many other quality criteria that need to be 

fulfilled to ensure software quality (for e.g. testability, maintainability, etc.) that are not 

directly addressed by AUTOSAR software architecture.  The existing validation tools 

focus on verification of the syntax of the architecture specification.  However, they do not 

address the relationship between the architectural parameters and software quality. This 

paper focuses on addressing this technological gap which will enable early assessment of 

AUTOSAR-based application software.  

There exist two fundamental approaches to evaluate software architecture namely- 

scenario-based [Cl09] and metric-based methods. The scenario-based method involves 

subjective evaluation of software architecture quality based on scenarios which are created 

by key stakeholders involved in the project with or without a formal architecture 

specification [Cl09]. The reproducibility of the results from the scenario-based approach 

is not ensured [VWR16a]. The metric-based approach, on the other hand, needs a semi-

formal or formal architecture specification but ensures reproducible results.  

2 Methodology  

The authors propose a “metric-based continuous evaluation” of powertrain software 

architecture to perform early, objective and repeated evaluation of software architecture. 

The fundamental approach is based on the previous works of the author [VWR16a], 

[Ve17]. This paper deals with the extension of the metric-based evaluation concept for 

AUTOSAR architectures. In general, the metric-based approach proposed consists of the 

following steps which are described below  

• Definition of the quality model and metrics  

• Continuous measurement and evaluation of metrics  

• Architecture design improvement using metrics  
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2.1 Definition of quality model and metrics  

 

Fig. 1: Quality model for AUTOSAR-based software architectures based on ISO 25010 standard 

[IS11c] 

The first step of architecture evaluation is the definition of the quality model. The key 

research question that we tackle here in this section is  

• RQ1: What are the quality requirements of software architecture in the 

powertrain domain? 

The Goal-Question-Metric approach is followed to define the metrics based on quality 

criteria [Ba92]. The quality criteria which are relevant for software architecture are 

described in a quality model which is based on the ISO 25010 and ISO 26262 standards 

[IS11c], [IS11a], [Ve17]. In addition to this, there are certain organizational goals which 

need to be considered like reusability of software components [Ri13], [Wi03], [Ha03], 

modularity [Pa72], [Ri13], [Dr08]. Thus, a quality model is created by considering the 

standards and the organizational requirements. There exist various models which describe 

software quality attributes [FHR08], [Wa10]. 

Only a few quality characteristics can be measured at the early stages of software 

development.  The quality characteristics which are influenced by the software 

architecture were identified by literature survey [Ri14], [BCK13], [Sc02], [Wa96], 

[Bo07], [Fr03], [LL13]. The next step is to identify the mapping between the quality 

criteria and architectural parameters. The extent to which these quality attributes can be 

measured using the architectural parameters at early stages of development is evaluated. 

Based on this, we conclude upon the metrics to be used to evaluate software quality based 
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on the abstraction levels.  

2.2 Continuous measurement and evaluation of software architecture  

The complexity of powertrain functionality and the reduced time available for the 

evaluation of architecture has necessitated a tool-based approach to measuring software 

architectural quality. The sections 2.2 and 2.3 deal with the research question 

•  RQ2: How to continuously evaluate the quality of AUTOSAR software 

architecture? 

The proposed tool-framework has two major parts which deal with the measurement and 

evaluation of software architecture. The first step involves extraction of the architectural 

information from the ARXML file format. The information extracted from the ARXML 

file is based on the architectural parameters which are required to compute the metrics. 

The measurement framework uses the extracted architectural information from various 

powertrain software projects to calculate metrics (defined in in Section 2.1) based on 

quality criteria.  

The evaluation framework uses the measurement information from various projects and 

calculates thresholds based on statistical data. The outcome of the metric evaluation can 

vary based on the definition of thresholds. The fulfillment of quality criteria cannot be 

identified by a single metric. Hence, a combination of various metrics is required to 

identify the fulfillment of quality criteria. The evaluation framework aggregates and 

assigns weights for the metrics based on the quality criteria. Depending upon the 

importance of quality criteria, sufficient weights are assigned to various quality criteria. A 

detailed explanation of the evaluation framework is covered in the previous works of the 

author [Ve17]. This paper focuses on extending the measurement framework based on 

AUTOSAR concepts. The metrics are developed on a MATLAB/Simulink® tool- 

framework.  

As mentioned before, the core focus of this work is to extend the measurement of quality 

for AUTOSAR-software architectures. Hence, the concept extension impacts only the 

measurement framework (see Fig. 2). ARXML, which is the standardized file format to 

describe software architecture, is used as the artifact to extract architectural information. 

In the previous works of the author, the focus was on structural aspects. However, the 

ARXML file format provides detailed information regarding timing and memory 

consumption in the software architecture.  Hence these quality characteristics have been 

evaluated.  

2.3 Architecture Design Improvement  

The understanding of the relationship between architectural parameters and quality 

characteristics helps us suggest improvement measures for the software architecture. Tab. 
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1 shows some of the metrics, their design consequences and improvement measures for a 

better software architecture design. For each metric, such a design consequence and 

counter-measures are suggested.  

 

Fig. 2: Tool-framework used for the continuous evaluation of software architecture using metrics 

3 Validation of architecture metrics  

The metric-based architecture evaluation concept was applied to an AUTOSAR-based 

transmission control unit software. The current realization is validated for the ARXML 

file generated from Systemdesk® based on the AUTOSAR 4.0 specification. However, 

the measurement framework can also evaluate the ARXML files which are generated by 

other tools. Since a single transmission control unit project has been considered for the 

evaluation of the metric concept, a statistical evaluation is not feasible. Hence, an 

empirical evaluation of the metric values with software quality criteria is performed by 

empirical validation with experts. In the case of a larger dataset, the statistical evaluation 

as shown in Fig. 2 can be used. The empirical validation of the metrics concept suggested 

by the authors consists of a macro-level validation which evaluates whether the approach 

tackles the key problems of handling complexity, ensuring software quality and improving 

development efficiency. At a micro-level, the extent to which the architecture metrics 

concept deals with these problems in detail is evaluated.   
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3.1  Handling complexity of software architectures  

The tool-based approach was capable of handling a transmission control unit with 62 

application software components and more than 300 signals received from the CAN bus. 

The correctness of the results generated by the tool was manually verified for a set of 

software components. There is no restriction regarding the complexity of the architecture 

which can be handled by the tool-based approach.   

3.2 Evaluating software quality 

The second aspect of validation involves determining the usability of the metrics for 

determining quality. There exist three approaches to evaluate the usability of the 

architecture metric. One of the approaches is to correlate the metric with another 

established metric at later stages of development (model or code) [Ve17]. The second 

approach involves correlating the metric with defect density [Ku]. The third method 

involves empirical validation with experts. The third approach involves discussions with 

developers in the project to identify the conceptual relationship between problems faced 

in code generation and software integration and the metrics. Unlike other approaches, this 

is more conceptual in nature and established a causality between AUTOSAR concepts and 

software quality. Hence, this approach was adopted.  

3.3 Reduction of development time and effort 

A high degree of automation enables faster feedback loops for software development to 

respond to shorter development time and enables reduction of costs. The continuous 

integration framework provides a basis for implementing a technical solution which 

provides fast feedback loops for the evaluation of software. A traditional scenario-based 

analysis of software architecture is estimated to involve an effort of 70 man days [Cl09].  

The engineering effort estimated for the conception, development, and deployment of 

architecture metrics is high. However, the applicability of metrics across a software 

product line or a group of projects reduces the effort over a large number of projects.  

  

Automated Continuous Evaluation of AUTOSAR for Complex Powertrain Systems 1569



i
i

“proceedings” — 2017/8/24 — 12:20 — page 1570 — #1570 i
i

i
i

i
i

 

4     Hariharan Venkitachalam et al.    

Metric Design consequence Improvement measures 

Number of 

runnables per 

software 

component 

Latency time of a component is 

affected by using a large number 

of runnables. Depending upon the 

implementation, there are two 

categories of runnables namely- 

basic and extended runnable 

entities depending upon whether 

they contain a “wait point” or not. 

The mapping of extended 

runnable entities to a single task 

leads to jitter which affects the 

time behavior.  

The number of runnables 

per software component 

must be reduced to reduce 

the complexity of the 

software component. A 

threshold of 3 runnables 

per component needs to 

be set for the software 

architecture to improve 

understandability of the 

software component.  

Number of inter-

runnable variables 

per software 

component  

Inter-runnable variables are in 

general protected by critical 

sections. The latency time 

increases due to a large number of 

inter-runnable variables.    

The software developers 

propose a design with less 

inter-runnable variables 

for safety-critical 

applications. This 

improves the time 

behavior of the software 

components.  

Fan-in (adapted for 

AUTOSAR from 

[HK81]) 

A large number of fan-in would 

mean that there are a large number 

of components coupled to the 

input side of a software 

component. This reduces the 

testability of the software 

component.   

The coupling of 

components to various 

software components 

must be reduced by 

grouping of functionally 

or logically cohesive 

software components.  

Tab. 1: Example of design consequences and architecture improvement using metrics 

4 Results  

The focus of the work is to develop a tool-based evaluation methodology for AUTOSAR 

software architectures. Fig. 1 shows the quality model for the powertrain software 

architecture based on the first research question (RQ1). Fig. 2 shows the tool architecture 

for continuous evaluation of software architecture based on the second research question  

The solution was based on two key research questions. The first research question (RQ1) 

focussed on the development of a quality model for software architecture which outlined 
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those quality attributes which can be evaluated at early stages of development. The quality 

goals were derived from various standards like ISO 25010[IS11a] and ISO 26262[IS11b]. 

Fig. 1 shows the quality goals for software architecture which can be measured at the early 

stages of development.   

The next key research question (RQ2) focussed on the evaluation of the software 

architecture continuously. The quality metrics defined were programmed into the 

continuous integration environment (as shown in Fig. 2). These metrics were evaluated 

for a transmission control unit software. The metrics are based on the abstraction level of 

the elements in the software architecture. Fig. 3 shows some of the metric results at the 

abstraction level of the AUTOSAR software components. Tab. 2 shows some of the 

metrics at the system level including various electronic control units in the architecture 

based on the ARXML file. These results at various abstraction levels are used to identify 

improvement measures for the software architecture similar to Tab. 1.  

 

Fig. 3: Metric results for an AUTOSAR-based transmission control unit 

Description of the system level metric Measured values 

Total number of COM signals 324 

Number of OS tasks  67 

Number of Application SW components 62 
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Number of service SW components 8 

Number of complex device drivers 3 

Tab. 2: Metrics at the system level derived from the ARXML file with the measured values. 

5 Conclusion and Future Outlook  

Metric-based analysis of software architecture tackles some of the key problems faced 

related to quality and development time. Although AUTOSAR standardizes the interfaces 

to the basic software, aspects of testability, maintainability and their relationship with 

architectural parameters were not delved into. This approach fundamentally focuses on 

quantifying the impact of architectural decisions on software quality. The tool-based 

implementation provides a framework to handle the architectural complexity of the 

powertrain and provides feedback regarding the quality attributes. The continuous 

integration framework provides the possibility to evaluate software architecture after 

modifications thereby reducing the cost of rework. Hence, it supports the agile 

development of software functionalities for the vehicle without compromising on software 

architectural principles.  

Definition of threshold values for a large number of AUTOSAR-metrics is still an open 

topic. The evaluation framework proposed by the authors in their previous work is based 

on statistical data from multiple projects. Since the availability of statistical data is limited, 

the approach is to define empirical thresholds for various metrics based on consultation 

with experts. These empirical thresholds will form the basis for tracking the fulfillment of 

design guidelines for future AUTOSAR projects.  
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