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Abstract: Continuous testing during development is a well-established technique for software-quality assurance. Continuous model checking from revision to revision is not yet established as a standard practice, because the enormous resource consumption makes its application impractical. Model checkers compute a large number of verification facts that are necessary for verifying if a given specification holds. We have identified a category of such intermediate results that are easy to store and efficient to reuse: abstraction precisions. The precision of an abstract domain specifies the level of abstraction that the analysis works on. Precisions are thus a precious result of the verification effort and it is a waste of resources to throw them away after each verification run. In particular, precisions are reasonably small and thus easy to store; they are easy to process and have a large impact on resource consumption. We experimentally show the impact of precision reuse on industrial verification problems created from 62 Linux kernel device drivers with 1119 revisions.

Overview

Verification tools spend much effort on computing intermediate results that are needed to check if the specification holds. In most uses of model checking, these intermediate results are erased after the verification process — wasting precious information (in failing and succeeding runs). There are several directions to reuse (intermediate) results [BW13]. Conditional model checking [BHKW12] outputs partial verification results for later re-verification of the same program by other verification approaches. Regression verification [HJMS03, SG08, HKM⁺96] outputs intermediate results (or checks differences) for re-verification of a changed program by the same verification approach.

In program analysis, e.g., predicate analysis, shape analysis, or interval analysis, the respective abstract domain defines the kind of abstraction that is used to automatically construct the abstract model. The precision for an abstract domain defines the level of abstraction in the abstract model, for example, which predicates to track in predicate analysis [BHT08], or which pointers to track in shape analysis [BHT06]. Such precisions can be obtained automatically; interpolation is an example for a technique that extracts precisions for predicate analysis from infeasible error paths.

We propose to reuse precisions as intermediate verification results. Precisions are costly to compute and represent precious intermediate verification results. We treat these abstraction precisions as reusable verification facts, because precisions are easy to extract from model checkers that automatically construct an abstract model of the program (e.g., CEGAR), have a small memory footprint, are tool-independent, and are easy to use for regression verification because they are rather insensitive to changes in the program source code (compared to previous approaches).

*This is a summary of a full article on this topic that appeared in Proc. ESEC/FSE 2013 [BLN⁺13].
The technical insight of our work is that reusing precisions drastically reduces the number of refinements. The effort spent on analyzing spurious counterexamples and re-exploring the abstract state space in search for a suitable abstract model is significantly reduced. We implemented precision reuse in the open-source verification framework CPACHECKER\textsuperscript{1} [BK11] (a supplementary web page is also available\textsuperscript{2}) and confirmed the effectiveness and efficiency (significant impact in terms of performance gains and increased number of solvable verification tasks) of our approach with an extensive experimental study on industrial code. The benchmark verification tasks were extracted from the Linux kernel, which is an important application domain [BP12], and prepared for verification using the LDV toolkit [MMN\textsuperscript{+}12]. Our study consisted of a total of 16 772 verification runs for 4 193 verification tasks that are available online\textsuperscript{3}, composed from a total of 1 119 revisions (spanning more than 5 years) of 62 Linux drivers from the Linux-kernel repository. Precision reuse is applicable to all verification approaches that are based on abstraction and automatically computing the precision of the abstract model (including CEGAR). Both the efficiency and effectiveness of such approaches can be increased by reusing precisions. As a result of our experiments, a previously unknown bug in the Linux kernel was discovered by the LDV team, and a fix was submitted to and accepted by the maintainers\textsuperscript{4}.
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