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Abstract: Models are purposeful abstractions used in todays software engineering
processes. Experience shows that the application of models reduces engineering costs,
allows for easy reuse, and improves product quality. Models can be used for several
purposes at various levels of abstraction. In this paper, we discuss the differences of
system models and test models. For that, we consider several aspects of models and
investigate if they can be used as distinctive features of system models and test models.

1 Introduction

Models are the essence of many engineering processes: People create models to under-
stand, analyze, transform, and develop systems. There are several corresponding engineer-
ing processes, e.g., model-driven engineering [Ken02] or the Model-Driven Architecture
(MDA) [Obj09] defined by the Object Management Group (OMG). The general idea is
to create models at an abstract level, to refine them in a step-wise manner using model
transformations, and to generate (a part of) the whole system.

Models are used, e.g., to describe systems and tests. Correspondingly, they are referred to
as system models and test models. The best possible use of these models is the automatic
generation of the system or the test suite. In this paper, we investigate several aspects of
models with the aim to identify distinctive features of system models and test models.

This paper is structured as follows. We present the related work in Section 2. In Section 3,
we describe several objective aspects and investigate if they can be used to distinguish
system models and test models. We conclude and discuss our findings in Section 4.

2 Related Work

Models for software engineering have been investigated for decades [Har87, Obj07]. They
can be used for system creation [Küs06] or testing [UPL06, UL06]. There are only a few
comparisons of system models and test models. For instance, Malik et al. [MJV+10] state
that test models can only be used for testing. In contrast, one of our findings is that test
models can also be used for implementation. Furthermore, Utting and Legeard [UL06]
state that test models are usually more abstract than system models. There are, however,
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no urgent grounds for it (see Section 3.6). In [GNRS09], the authors state that system
models and test models are two different views on the same system - both models can be
related using a holistic model. In addition, we describe that both models can be used for
the same actions. Utting et al. [UPL06] present a taxonomy of model-based testing, in
which they consider several aspects of test models. In contrast, our approach is focused on
comparing system models and test models. Furthermore, we also consider a broader range
of model aspects and do not restrict our considerations to model-based testing.

3 Aspects of Models

In this section, we present aspects of models and investigate them with respect to their use
as a distinctive feature for system models and test models. Figure 3 shows the investigated
aspects: On the left side, known characteristics are shown as presented in [UPL06]. On
the right side, we present additionally identified aspects.
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Figure 1: Model aspects.

In this paper, we focus on subject in Section 3.1, use in Section 3.2, complexity in Sec-
tion 3.3, leading sign in Section 3.4, content in Section 3.5, and level of abstraction in
Section 3.6. We leave the remaining aspects to future work.
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3.1 Subject

Models are abstractions of an artifact - their subject. This subject is usually (a part of) a
concrete system or its environment. Here, we investigate if system models or test models
are fixed to one of these subjects.

Constructive system models are often used to create the system and, thus, describe the
system. However, system models can also describe the interaction with other components
by specifying the expected behavior as observed from outside. Thus, system models can
describe the system as well as its environment.

Test models can also describe the system or the environment: The straight forward ap-
proach to model tests is to describe test cases, i.e. part of the system environment, at a
higher level of abstraction, e.g. using activity diagrams of the Unified Modeling Language
(UML). In contrast, tests can also be derived from descriptions of the expected system
behavior. Several tools support test generation from system models [Sma, Con, Mic09].

As a result, both system models and test models can be (and actually are) used to describe
both the system or its environment.

3.2 Use

Models are intentional abstractions. They are designed for a specific purpose. In this
section, we investigate if test models are restricted to be used for testing and if system
models are restricted to be used for system design.

System models describe the system and are intended to be used for system creation. They
can also be used for testing. For instance, several model-based test tools use system models
for automatic test generation [Sma, Con, Mic09].

Test models are designed for testing, i.e. describe tests of a system. A test contains input
stimuli and expected system behavior to describe interaction sequences with the system,
e.g. using sequence diagrams [Obj07]. Additionally, such sequence diagrams are often
attached to use cases that are used for system design. Correspondingly, test descriptions
like sequence diagrams can also be used for system design.

As a result, both system models and test models can be used for system design and system
test. This is not surprising: Both kinds of models contain information. This information
can be used for system implementation or testing.

3.3 Complexity

Models can describe structure or behavior. For instance, the UML [Obj07] defines several
structural models, e.g., class diagrams, and behavioral models, e.g., state machines. Struc-
tural and behavioral models can allow exactly one possible instance, more than one but a
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finite number of instances, and an infinite number of instances. For instance, multiplicities
in class diagrams describe the number of possible related objects. The number of loops,
the value type of parameters, etc. determine the number of behaviors in state machines.

Both system models and test models can be of arbitrary complexity. A large number
of models with a low complexity can have a similar expressiveness as a small number
of models with a high complexity. Examples are the following: State machines of high
complexity often describe system behavior - they are used for system design and system
test. While systems are often easy to generate from state machines, the generation of
tests that cover all aspects is undecidable. Less complex behavioral models are often
used to describe single tests or to describe the meaning of a use case in system design.
Although there may be different challenges for system design and test design based on
the complexity of the used model, system models and test models can be of arbitrary
complexity in general.

3.4 Leading Sign

Models usually describe the expected (positive) structure or behavior of a system. Addi-
tionally, undesired structure or behavior can be described in negative models.

System specifications are based on positive models describing the intended functional-
ity. The opposite, i.e. designing a system solely on negative models, is cumbersome and
usually impossible. As a consequence, negative models are used in addition to positive
models [SO05, vL04]. For security-relevant systems like, e.g., firewalls, the description of
unwanted behavior is of utmost importance for system design.

Most test generators use positive test models to generate tests cases [Sma, Con, Mic09,
Wei, GNRS09]. These test generators are constrained to test the specified functionalities of
a system. Testing if unwanted system functionalities are prohibited is likewise important.
The authors are aware of a comparatively small number of such approaches, e.g., deriving
unspecified behavior from positive test models [KL09].

Both system models and test models can have positive or negative leading sign.

3.5 Content

Models can describe behavior or structure. There are various languages for behavioral and
structural models. For instance, the UML 2.1 defines six structural diagrams and seven
behavioral diagrams. There are other languages like, e.g., Petri Nets, B, Z, or AMSs.

The system model is often based on structure. For instance, structural elements like classes
are defined before behavior can be assigned to them, e.g., using state machines. There are,
however, also functionality-focused approaches that abstract from structural details using

”
the system“ as the only structure. Structural as well as behavioral information is crucial

for system development. Thus, system models can and should describe both.
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Testing can be focused on behavior [UL06] and on structure [SW08]. Thus, test models
can be focused on describing behavior or structure, too. The border between structural and
behavioral models, however, is not always sharp. For instance, behavioral tests can also
be derived from class diagrams that contain operations with pre- and postconditions.

We conclude that system models as well as test models contain both behavior and structure.

3.6 Level of Abstraction

Models can reside at various levels of abstraction regarding detail and completeness. For
instance, models can describe a wide range of artifacts from abstract ones like use cases
via state machines to concrete models, e.g., containing source code or machine code.

System models can reside at almost every level of detail abstraction. Process models like
the MDA [Obj09] prescribe that the process starts with abstract models that are refined
in a step-wise manner until source code can be derived. Regarding completeness, system
models can range from a complete description to partial descriptions that do not consider,
e.g., already implemented library functions.

Like system models, test models can reside at all levels of abstraction regarding detail
and completeness: Test models can also be refined in a step-wise manner. They can also
be focused on a certain part of the system. Test models are often assumed to be more
abstract than system models [UL06]. This, however, always depends on the intended
usage: For testing general behavior, implementation details are rather unimportant. For
security testing, these details are focused on, e.g., to prevent buffer overflows.

As a result, system models as well as test models can reside at any level of abstraction.

4 Conclusion and Discussion

The focus of our paper is the general distinguishability of system models and test models.
We investigated several model aspects with respect to this issue. Our findings are that none
of them could be used as a distinctive criterion for system models and test models, i.e. a
model cannot be clearly identified as a system model or a test model.

There are several points to discuss. For instance, we investigated the impact of the con-
sidered aspects at a formal level and neglected common practices and experiences. Fur-
thermore, the considered aspects were identified based on our experiences. There may be
other aspects that provide a distinction for system models and test models. However, our
investigations show at least that the presented aspects do not provide a distinction. There
may be other applications like, e.g., test generation algorithms, for which it is important if
the considered model describes the system or the test.
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terium für Bildung und Forschung) via innovation alliance SPES2020.
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