
Novel Visual Representations for Software Metrics
Using 3D and Animation

Andreas Kerren and Ilir Jusufi
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Abstract: The visualization of software metrics is an important step towards a better
understanding of the software product to be developed. Software metrics are quanti-
tative measurements of a piece of software, e.g., a class, a package, or a component.
A good understanding of software metrics supports the identification of possible prob-
lems in the development process and helps to improve the software quality. In this
paper, we present two possibilities how novel visual representations can support the
user to discover interesting properties within the metric data set. The first one uses a
new interactive 3D metaphor to overcome known problems in the visualization of the
evolution of software metrics. Then, we focus on the usage of 2D animation to repre-
sent metric values. Both approaches were implemented and address different aspects
in human-centered visualization, i.e., the design of visual metaphors that are intuitive
from the user perspective in the first case as well as the support of patterns in motion
to facilitate the visual perception of metric outliers in the second case.

1 Introduction

Due to the ever increasing complexity of software and software architectures, the need to
develop quantitative measurements of properties of software parts or specifications was
very urgent and led to so-called software metrics that can serve as a input to quality assur-
ance and various development processes as well as for a better understanding of a complex
software system [Lin07]. They can be measured for binary code, source code (e.g., classes
or packages), and other software representations, such as UML. Examples for popular
software metrics are: lines of code (LOC), number of classes (NOC), weighted methods
per class (WMC), depth of inheritance tree (DIT), and many more. From the perspec-
tive of the visualization community, the measured values of a whole software metric suite
form a big multivariate data set, i.e., an entity (e.g., a class) is annotated with a set of
variables/attributes (metric values).

As the development of a large software system is an evolutionary process where different
versions of the source/binary code are stored in large repositories, e.g., CVS [FB03] or
SVN [PCSF08], we must take this time-dependency of software metrics into account.
Thus, important trends of these metrics should be highlighted in some way to give the
software developers the opportunity to react in short time.

147



To find effective visual representations of the metric data that can evolve over time is a
well-known challenge in the emerging field of software visualization. Several visualization
approaches on this problem were published in the past. Because of the limited space,
the authors refer to the proceedings of the ACM SoftVis Conference series, of the IEEE
VisSoft Workshops, or of the IEEE International Workshops on Program Comprehension.
However, we discuss one approach in Section 2.1 in more detail because it is strongly
related to our own work.

We already mentioned that a large metric data set can be seen as (time-dependent) multi-
variate data. Thus, it is not surprising that such a data set is also interesting for the informa-
tion visualization community. A first example is the work of D. Holten et al. [HVvW05].
They argue that the use of established techniques from computer graphics can enrich the
palette of standard software visualization techniques to achieve more effective visual rep-
resentations. In this way, they combined treemap techniques [ATS95] with color and
graphical textures to represent sets of metric data. Treemaps are used to represent the
hierarchical structure of the associated source code. Another, similar work is the appli-
cation of so-called Voronoi treemaps for the visualization of software metrics [BDL05].
These examples show that there is a convergence between software visualization and infor-
mation visualization. And as a consequence of the fact that the latter field is traditionally
related to HCI, human-centered aspects also become more important for software visual-
ization [KEM07].

In this paper, we present two novel visual representations which can support the user to
discover interesting properties within a metric data set. The first approach, discussed in
Section 2, uses a new intuitive 3D metaphor to overcome known problems in the visualiza-
tion of the evolution of software metrics. Then, we illuminate the usage of 2D animation
to represent time-independent metric values. This approach addresses another aspect in
human-centered visualization: the support of patterns in motion to facilitate the visual
perception of metric outliers.

2 Software Metrics Using 3D

In this section, we describe our improvement of an existing Kiviat diagram approach pre-
sented by Pinzger et al. [PGFL05] at the ACM SoftVis Conference 2005. Their idea was
that Kiviat diagrams, also called star plots, can be used to visualize time-dependent, mul-
tivariate data, such as software metrics gathered from several releases of source code. We
will briefly discuss this work in the following.

2.1 Current Approach

Pinzger et al. developed an improvement of a standard Kiviat diagram approach (cf. for
example [CCKT83]) in order to facilitate the visualization of multiple software releases
and of release history data. Each value of a metric is measured across n releases and
plotted in the diagram. Adjacent measures of metrics belonging to the same release are
than connected via polylines. The resulting diagram consists of polygons for each release.
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Figure 1: Screenshot example of the improved Kiviat diagram based on the work [PGFL05]. The
metric values are hard to perceive due to overlaps in some parts of diagram (e.g., for the metric
numbers 18, 19, and 20)

However, the values of different metrics can also decrease from release to release. This
results in a polygon overlapping that hides information, see Figure 1.

This overlapping problem was solved by the authors in two ways. One solution is based
on color coding the releases in order to present the time order of the releases. Another
way is to introduce a new metric axis (or to use an already existing metric axis, such
as release number) which encodes a sequence of releases. Since this metric will show
the chronological order of releases, we might determine the increase or decrease of other
metric values.

However, this solution does not solve the overlapping problem completely. We still have
cases of overlaps which makes it impossible to see certain metric values, as our screenshot
example in Figure 1 shows in the focused area at the right hand side. We will present our
solution of this concrete problem in the next subsection.

2.2 3D Kiviat Diagrams

A first idea could be to use transparencies in order to overcome that problem. But con-
sidering the fact that individual releases are color-coded, this approach is not very useful:
by introducing a transparency, overlapped colors will change (e.g., yellow over blue will
yield green) which makes the values hard to perceive.

We decided to use 3D on the contrary. Instead of placing the Kiviat diagrams in a kind
of stack, as discussed in the work of Fanea et al. [FCI05], we developed an fanning-out
metaphor which is intuitive and space-filling [Guo08]. We can now interact with this
diagram by fanning out specific metrics axes into the third dimension in the way shown in
Figure 2. Thus, we can examine specific metrics per release, even those, which are hidden
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Figure 2: Users can fan out specific metric axes in order to analyze hidden information caused by
overlaps (the figure only shows the underpart of one of our 3D Kiviat diagrams)

(a) A gradient helps the user to determine
the directions of value changes

(b) The transparency makes it easy to filter out un-
necessary data and to focus on specific ones

Figure 3: Different cut-out views of selected metric axes

by overlaps. Of course, users can rotate and move the diagram in order to get the best
possible view.

Sometimes, even when our fanning-out technique is used, the direction of value changes
is hard to perceive in 3D. Users have troubles to decide whether the value has increased
or decreased. In order to avoid this, we introduced a gradient color coding between the
releases. The darker side of the gradient shows the positive direction of a change. Thus, it
is easier to see if a change is negative or positive, cf. Figure 3(a). In some cases there is
also a need to filter out some metrics and to focus on specific ones. Our approach supports
the use of transparency to hide unimportant metrics. The results of this kind of interaction
are shown in Figure 3(b).

Our 3D Kiviat diagram approach using the fanning-out metaphor, combined with the gra-
dient and transparency features, gives a possibility to see the data hidden by the overlaps.
An important question is now whether a user accepts/understands this new metaphor to-
gether with the offered features. To get more insight into this problem, we performed a
brief usability study with our students.
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2.3 Usability Study

The aim of the study was to get a feedback about the interaction with our visualization
approach. We had ten students in total who took part in the study. Most of them were
master and bachelor students, and two were new PhD students. All of them had a computer
science background and were more or less familiar with software metrics.

Each student had to finish two tasks which involved finding the changes of particular met-
rics throughout all releases. We used the data set presented in the original paper [PGFL05]
for our study. Each student had 30 minutes to use the application before they got the tasks,
which had to be finished in 15 minutes. For each task, they should show whether a specific
metric has a positive or negative change between the releases: without using any of our
improvements in the first task and with the help of our approach in the second one. Note,
that our solution corresponds to the work of Pinzger et al.1 if no 3D interaction is used.
After finishing both tasks, they should answer a questionnaire and to give constructive
comments about the prototype.

The results of the study showed—of course—that it was impossible to find the hidden in-
formation in the case of overlaps. However, after checking the answers of the tasks, we
also found that not all students have answered correctly even when using our 3D interac-
tions. Six students gave absolutely correct answers. One of them gave inverse answers,
which makes us believe that he misunderstood the meaning of the gradient metaphor, that
he has interpreted in an opposite way.

We think that the results might be better if we give them more time to use the prototype
application. This was also confirmed from the results from our questionnaire analysis
where some students complained about the short time provided. When the students were
asked about the best feature or functionality of the prototype, most of them answered that
it is fanning-out feature and the 3D manipulation of the diagram. The students agreed
that through use of our 3D approach “all the releases can be understood easily”. Other
comments regarding the interaction possibilities were mainly positive as the reader can
conclude from the results of the following two sample rating questions (rating scale: 1–5).

• “In your opinion, how natural and/or intuitive is the 3D Kiviat diagram metaphor
for you?” Average rating: 3.752

• “Was it easy to find the required information?” Average rating: 3.8

This was a first usability study conducted in order to get initial feedback about our ap-
proach and not a real evaluation. We wanted to know if the metaphor and other interaction
techniques are intuitive and helpful for the users. The data from the study suggests that
we are on the right track with changes that should be implemented in future, such as the
possibility to display the current metric values.

1Regarding the Kiviat diagrams.
2Two students have not answered this question, so the result is the average of the answered ones.
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(a) Metric values of two selected classes (b) Tool screenshot

Figure 4: Motion patterns to represent software metrics

3 Animated Patterns to Represent Software Metrics

The previously discussed approach is static in the sense that a non-animated visual rep-
resentation was used to display the metric values. But, we can also use motion as a dis-
play technique to represent that data. This kind of dynamic representation is not well
understood compared to the perception of static representations, however, it may be an
alternative possibility to display at least certain aspects of a data set [War04].

Based on the fact that human beings are very sensitive to motion patterns, we started a
novel project on a dynamic approach for the glyph-based visualization of software metrics.
In general, glyphs have been heavily used in information visualization. They are graphical
entities that convey multiple data values via visual attributes, such as shape, color, position,
or size [War02]. There is a considerable literature on glyphs and a lot of tools use them.
We pick out one example work for a specific domain written by Chuah and Eick [CE98].
They describe glyphs for software project management data where abstract data and time
are mapped to specific visual attributes of glyphs.

We extended these approaches by moving patterns that represent metric values for Java
classes [Maj08]. Figure 4(a) gives an impression about the main idea: the metric values
of two classes AST Term and TestParser are shown, whereas the different metrics are
represented by colored horizontal bars. The metric values themselves were coded as cir-
cles that move horizontally. The (constant) speed of a circle represents the current value
normalized over the range of the underlying metric set. Its moving direction incorporates
positive or negative values respectively. We implemented a simple software prototype to
get a feeling of the perceptual power, cf. Figure 4(b). Different kinds of sliders are used
to focus on specific classes (Metric Suite Slider), on specific metrics of one class if the
space is not sufficient within one glyph (Local Metric Slider), and on specific metrics of
all specific classes (Metric Comparison Slider). Moving the Metric Comparison Slider
thumb corresponds to a synchronous movement of all Local Metric Slider thumbs.
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We will use this implementation as a basis for the development of more advanced dy-
namic glyphs. The current ones are, for example, very space-consuming which should
be improved. A first small usability test has shown that the perception of such animated
glyphs seems to be better compared with a version using textures for the representation of
metric values, but only if the number of animated objects per class is small (≈ five circles).
Especially metric outliers are quickly discovered.

4 Conclusions and Future Work

In this paper, we presented two novel visual representations including their prototypical
implementations, which can support the user to discover interesting properties within a
metrics data set. The first one uses a new interactive 3D metaphor to overcome known
problems in software metric visualization. The second one is on the usage of 2D animation
to represent the metric values.

Both approaches are ongoing projects of our research group and need to be carefully eval-
uated. Especially the dynamic approach is at the beginning of our investigations to bring
motion perception findings into software visualization. Our future work will be directed
to analyze the possibilities that this approach will offer, to work on space-filling variants,
and to extend it to alternative display technologies.
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proach to visualize software metric evolutions described in Section 2. Furthermore, we are
thankful to Raja Majid for his prototypical implementation of animated patterns shortly
discussed in Section 3.
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